Шифр перестановки: алгоритм, реализация на C#

**Шифр перестановки** (перестановочный шифр) – это один из видов блочного шифра. В статье разберем алгоритм шифрования и реализуем его на языке C# в проекте Windows Forms.

Алгоритм шифра перестановки

Исходное сообщение разбивается на блоки длины m, где m – это длина ключа.

Ключ в шифре перестановки имеет следующий вид:
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В первой строке таблицы указаны номера символов блока по порядку, а во второй строке указаны номера позиций, которые должны занимать указанные символы в зашифрованном блоке текста.

Кодирование осуществляется перестановкой букв. Таким образом первый символ из исходного блока должен быть переставлен на второе место, второй на четвертое, третий на первое, четвертый на третье.

Если данным ключом зашифровать слово кофе, то получится слово фкео.

Дешифрование производится в обратном порядке. На примере указанного ключа: второй символ из зашифрованного блока ставим на первое место, четвертый на второе, первый на третье, третий на четвертое.

При использовании любого блочного шифра (шифр перестановки не исключение), может возникнуть ситуация, когда текст не делится на равные блоки длины m. То есть остаток от деления длины текста n на длину ключа m не равен нулю.

В таких случаях длину исходного сообщения увеличивают на m – (n % m) символов, чтобы оно делилось на равные блоки длины m.

Реализация шифра перестановки на C#

Напишем шифр перестановки на языке C#. Реализуем его функциональность в виде отдельного класса Transposition.

Приведем код класса, а затем подробно разберем все его компоненты.

C#

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36  37  38  39  40  41  42  43  44  45  46  47  48  49  50  51  52  53  54  55  56  57  58  59  60  61  62  63  64 | class Transposition  {      private int[] key = null;        public void SetKey(int[] \_key)      {          key = new int[\_key.Length];            for (int i = 0; i < \_key.Length; i++)              key[i] = \_key[i];      }        public void SetKey(string[] \_key)      {          key = new int[\_key.Length];            for (int i = 0; i < \_key.Length; i++)              key[i] = Convert.ToInt32(\_key[i]);      }        public void SetKey(string \_key)      {          SetKey(\_key.Split(' '));      }        public string Encrypt(string input)      {          for (int i = 0; i < input.Length % key.Length; i++)              input += input[i];            string result = "";            for (int i = 0; i < input.Length; i += key.Length)          {              char[] transposition = new char[key.Length];                for (int j = 0; j < key.Length; j++)                  transposition[key[j] - 1] = input[i + j];                for (int j = 0; j < key.Length; j++)                  result += transposition[j];          }            return result;      }        public string Decrypt(string input)      {          string result = "";            for (int i = 0; i < input.Length; i += key.Length)          {              char[] transposition = new char[key.Length];                for (int j = 0; j < key.Length; j++)                  transposition[j] = input[i + key[j] - 1];                for (int j = 0; j < key.Length; j++)                  result += transposition[j];          }            return result;      }  } |

Сначала идет объявление ссылочной переменной под одномерный массив, содержащий ключ (вторую строчку из таблицы ключа). Пока присвоим ей значение null.

C#

|  |  |
| --- | --- |
| 1 | private int[] key = null; |

Затем идут три версии перегруженного метода SetKey, который сохраняет в экземпляр класса значение ключа.

Первая версия – входным аргументом является массив целых чисел:

C#

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7 | public void SetKey(int[] \_key)  {      key = new int[\_key.Length];        for (int i = 0; i < \_key.Length; i++)          key[i] = \_key[i];  } |

Заметим, что мы не присваиваем ссылку на массив \_key в key, а создаём копию массива \_key.

Таким образом мы страхуемся от внешних воздействий на массив ключа, поскольку ссылка на него приходит в объект класса извне, значит внешний код имеет возможность воздействовать на массив ключа во время работы класса Transposition, а внешний код из класса шифрования мы контролировать не можем.

Поэтому лучшим вариантом является создание копии массива с ключом для шифра перестановки.

Следующая перегруженная версия метода SetKey принимает на вход массив ключа, элементы которого представлены строками. Метод идентичен предыдущему, за исключением того, что строки конвертируются в целые числа с помощью статического класса Convert и его метода ToInt32():

C#

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7 | public void SetKey(string[] \_key)  {      key = new int[\_key.Length];        for (int i = 0; i < \_key.Length; i++)          key[i] = Convert.ToInt32(\_key[i]);  } |

Третья версия метода принимает на вход строку, в которой содержится ключ. Элементы ключа должны быть отделены друг от друга символом пробела. С помощью метода Split разделяем строку на массив строк по разделителю – пробелу и вызываем для данного массива метод с сигнатурой public void SetKey(int[] \_key).

C#

|  |  |
| --- | --- |
| 1  2  3  4 | public void SetKey(string \_key)  {      SetKey(\_key.Split(' '));  } |

Далее идет метод Encrypt, который непосредственно реализует шифрование с помощью перестановочного шифра. Аргумент метода – строка с исходным текстом.

C#

|  |  |
| --- | --- |
| 1  2  3  4 | public string Encrypt(string input)  {      ...  } |

В начале тела метода мы доводим длину входной строки до числа без остатка делящегося на длину ключа, посредством прибавления в конец строки нужного количества символов из ее начала.

C#

|  |  |
| --- | --- |
| 1  2 | for (int i = 0; i < input.Length % key.Length; i++)      input += input[i]; |

Условие выхода из цикла хоть и не эквивалентно i < m – (n % m), но тем не менее работает и является более элегантным – цикл продолжается до тех пор, пока длина сообщения не будет нацело делиться на длину ключа.

После каждой итерации значение input.Length меняется, поскольку длина строки увеличивается на один символ. Выражение input.Length % key.Length всегда показывает сколько символов остается в остатке на момент вызова, и оно всегда будет больше, чем i (если остаток не равен нулю). Когда деление будет выполняться нацело (т.е. i < 0 даст ложь), произойдет выход из цикла.

Объявляем строковую переменную, в которой будем хранить результат – зашифрованный текст:

C#

|  |  |
| --- | --- |
| 1 | string result = ""; |

Далее происходит непосредственно шифрование с помощью шифра перестановки:

C#

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10 | for (int i = 0; i < input.Length; i += key.Length)  {      char[] transposition = new char[key.Length];        for (int j = 0; j < key.Length; j++)          transposition[key[j] - 1] = input[i + j];        for (int j = 0; j < key.Length; j++)          result += transposition[j];  } |

В цикле (строки 1-10) проходимся по всем блокам исходного сообщения длиной в ключ.

На каждой итерации этого цикла создается символьный массив transposition (строка 3), в который будем заносить зашифрованный текст (переставленные символы) – символы в новом порядке исходя из ключа.

Затем во внутреннем цикле (строки 5-6) перебираем все символы блока и происходит непосредственно шифрование (перестановка) по ключу (строка 6).

После в цикле (строки 8-9) посимвольно прибавляем зашифрованный блок к концу строковой переменной с результатом (строка 9).

На этом шифрование перестановками завершено. Возвращаем из метода результат:

C#

|  |  |
| --- | --- |
| 1 | return result; |

Метод дешифрования Decrypt по структуре идентичен методу шифрования Encrypt, за исключением того, что в нем отсутствует код, доводящий входную строку до нужно длины, поскольку зашифрованный текст уже имеет необходимую длину. И, конечно, в данном методе происходит дешифрование, поэтому код по перестановке символов другой:

C#

|  |  |
| --- | --- |
| 1 | transposition[j] = input[i + key[j] - 1]; |

Создадим проект Windows Forms, к котором продемонстрируем работу перестановочного шифра. На форме разместим нужные компоненты следующим образом:
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В коде класса Form1 объявим поле со ссылкой на экземпляр класса Transposition, а в конструкторе класса создадим данный объект:

C#

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11 | public partial class Form1 : Form  {      Transposition t;        public Form1()      {          InitializeComponent();            t = new Transposition();      }  } |

В обработчике события нажатия кнопки “Выполнить” вызовем метод установки ключа, а также реализуем логику работы шифрования и дешифрования в зависимости от выбранного на форме переключателя radioButton:

C#

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9 | private void startButton\_Click(object sender, EventArgs e)  {      t.SetKey(keyTextBox.Text);        if (encryptRadioButton.Checked)          outputTextBox.Text = t.Encrypt(inputTextBox.Text);      else          outputTextBox.Text = t.Decrypt(inputTextBox.Text);  } |

Продемонстрируем программу “Шифр перестановки” в действии:

[![Работа шифра перестановки](data:image/png;base64,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)](https://vscode.ru/wp-content/uploads/2017/09/Rabota-programmyi.png)